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Abstract. Many contemporary business areas are dynamic and characterized 
by change. End-user tailorable software that allows the users to continue its 
evolution and adjustment is suitable in such environments. Unfortunately, the 
changes in the environment make it hard to know what flexibility to build into 
the software. The study presented here was aimed at providing an instrument 
that makes it possible to distinguish between different types of end-user 
tailoring, and to support discussions between users and developers concerning 
what kind of tailorability to build into the software. The study was performed in 
cooperation with a telecom company where tailorable software is essential to 
keep up with the fast changing market. The study resulted in ten attributes 
characterizing end-user tailorable software and a matrix capturing the values of 
the attributes. The matrix can be used as a guide and a basis for design 
decisions when implementing end-user tailorable software.   

Keywords: Attributes of end-user tailoring, Design support, User participation.   

1   Introduction 

A fast changing world requires more and more flexibility in software, to provide 
support for higher reusability and to prevent the software from expiring too fast. One 
way to provide this kind of flexibility is via end-user tailoring. A tailorable system is 
modified while it is being used, as opposed to being changed during the development 
process. Tailoring a system is “continuing designing in use” [10, p. 223]. It is possible 
for a user to change a tailorable system through the support of some kind of interface.  
Tailorable software is needed when the environment is characterized by fast and 
continuous change. As Stevens and his colleagues put it “The situatedness of the use 
and the dynamics of the environment make it necessary to build tailorable systems. 
However, at the same time these facts make it so difficult to provide the right 
dimensions of tailorability.” [19, p. 273]. The study presented in this paper aims at 
providing an instrument that can support the work of finding the right dimension of 
tailoring when designing end-user tailorable software.  
When discussing what we here call tailorability with people in industry, they seldom 
think of or talk about this kind of software in terms of tailoring; instead they simply 
call it flexibility. When observing work with tailorable software, or performing 
interviews or discussing tailorable software with people in industry, it emerged that 
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there was confusion in the discussions between users and developers when they 
discussed flexibility. The reason for this is that they view flexibility from different 
perspectives. Flexible software is one thing when using it and a totally different thing 
when building the software. Accordingly, we have to look at tailoring from both the 
system and the user perspective, [20] as the user perspective reflects how users work 
with tailoring and the system perspective elucidates important issues from the 
developers’ point of view. 
There was even misunderstanding amongst the developers themselves. The reason for 
this was revealed to be the fact that the perspective on the software seamlessly alters 
between a system and user perspective. The developers in particular make this shift 
without thinking. The reason for this is of course that they have to take both 
perspectives into account in order to make good software. The fact that the 
differences between the two perspectives are considerable and that they are unaware 
of the shift in perspectives makes discussions about flexibility very complex. Under 
such circumstances it is hard to reach a consensus about which flexibility to 
implement whilst at the same time being convinced that the chosen type of flexibility 
is best for the situation. To make software successful it is important that there is a 
consensus between users and developers about how the system must work. Users and 
developers must have a common understanding of the phenomenon to reach a valid 
agreement [15]. If both developers and users understand tailoring and the differences 
inherent in it, then it is easier to discuss design issues and to make informed design 
decisions. 
From an industrial perspective we end up with two issues to be dealt with: 

• It is hard to know which dimensions of tailoring to implement. 
• It is hard to discuss tailoring, since users and developers have different 

understandings of the phenomenon. 
 
There are several conditions concerning user knowledge, technical issues and  
business organization that must be fulfilled to make a tailorable system work in the 
long run, and the tailorable software has to be supported by a collaboration between 
developers and users [5]. The development of tailorable software is an ongoing 
process where users are co-designers, [7] as it is users who evolve the software at use 
time. This kind of ongoing design can be called Meta Design [7]. Meta-Design is a 
development process where stakeholders are co-designers. Participatory Design (PD) 
[18] is another paradigm that includes stakeholders in the design process. PD has 
historically focused on involving users in the design process at the time for design, 
but the Participatory Design focus can be broaden to even include user involvement in 
design during use time [8]. Informed Participation [3, 4] is related to PD, as Informed 
Participation also lets people other than developers collaborate in design efforts. 
Informed Participation addresses open-ended design issues and tries to obtain an 
ownership of the problems among participants and to make the participants actively 
contribute to the design activities. The matrix presented in this paper is intended as 
support for informed participation in a development project. Often users’ 
participation in development projects is mainly concerned with the user interface. We 
agree with [11] that the users’ view of the system is not only the interface. Task 
related needs are what motivate end users to make changes to the system [14].  



Support for Cooperative Design of End-user Tailorable Software       

Human-centred design is necessary when designing tailorable software, since the 
users are co-designers. The users bring profound knowledge of the business process 
and organizational issues into the development project, which should be used  in the 
design of the technical solution [9]. Gasson [9] also argues that there is a need for a 
dialectic process between organizational problems, implementation of changes in the 
business process and technical solutions to achieve a balance between human-
centeredness and the design of technical solutions. The study presented in this paper 
aims at providing an application of Gasson’s ideas in the context of tailorable 
software. The application, or matrix, is targeted to deal with the issues of deciding 
what dimension of tailoring to implement, by supporting a common understanding of 
end-user tailoring among users and developers. 
A classification is a useful tool to aid an understanding of a phenomenon such as 
tailoring. A classification consisting of four categorises of tailoring is presented in [6]. 
The categorization is designed to take both the user and system perspectives into 
account, so that it can act as a basis for communication between developers and users 
when designing tailorable software.  The categorization presented in [6] was found to 
be promising for use in industry. The categorization of end-user tailorable software is 
intended as a means of communications to involve the users more in the design 
process and is therefore suitable as a basis for supporting the cooperative design of 
end-user tailorable software. 
The categorization is presented in Section 2. The formulation of the categories is at a 
rather abstract level and to make the categorization more precise and easier to use in 
practice, the categories should be assigned tangible attributes or characteristics. The 
idea is that the attributes of the categories can guide you to the most appropriate type 
of tailoring for a specific situation after you have pinpointed what type of business 
environment the software will be a part of, the skill and knowledge of the users and 
how much the developers are able to contribute to the tailoring process after the 
software has come in use. 
In summary we have two research questions to answer to be able to deal with the 
industrial problems discussed above: 

1. Which attributes characterize end-user tailorable software? 
2. How can different dimensions of end-user tailoring be distinguished? 

To answer the questions, a study was performed in cooperation with a major telecom 
company in Sweden. Developers and users were interviewed to elucidate which 
attributes are relevant to describe tailoring and how they perceive different kinds of 
end-user tailoring. 
The rest of the paper is structured as follows. The next section will present the 
categorization of tailoring that acts as a base for the study. Section 3 describes the 
research method applied. The results of the study are presented in Section 4. The 
section consists of two parts, each answering one of the research questions. The first 
research question resulted in ten attributes characterizing end-user tailorable software 
and the second research question resulted in a matrix summarizing the values of each 
of the attributes for the four different categories of tailoring. The matrix can be used 
to support the cooperative design process when designing tailorable software. Finally, 
the paper ends with a discussion and conclusions. 
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2 Categorization of Tailoring 

The categorization proposed by Eriksson et al.[6] is intended as a means of 
communication between developers and users in situations when deciding what kind 
of tailorability to implement. The categorization takes into account both a user 
perspective and a system perspective. The user perspective represents which changes 
can be made or the purpose of the activity, while the system perspective corresponds 
to how the change is achieved in the system (on a high level). The categorization is 
shown in Table 1. 

Table 1. Categorization of tailorable software 

 User Perspective System Perspective 
Customization The end-user makes 

small changes, e.g. sets 
parameter values. 

Parameter Values are interpreted and used 
in existing code. 

Composition The end-user relates 
different existing 
components to each 
other. 

The relationships between the components 
are defined by a composition language. (It 
does not matter which programming 
language) 

Expansion The end-user creates a 
new component. 

Components are integrated into the 
software by the implementation language 
and the new component does not differ 
from the pre-existing components. The 
composed component is used as a starting 
point for further tailoring. 
The software may generate code that is 
added to the pre-existing code, or 
incorporate the new component into the 
application in some other way. 

Extension The end-user adds code 
to the software. 

New code (implemented by the end-user) 
is added to the pre-existing code. 
The application may also generate code to 
integrate the end-user’s code into the 
software. 

 
Customization is the simplest way of doing tailoring. It means that the user sets some 
values of one or more parameters and those parameters manage what functionality 
that is used. Composition means that the user has a set of components to choose from 
and he or she can connect them in specific ways to gain the desired functionality. 
Expansion also means that the user chooses components from a set, but the difference 
is that the users’ combination of components is build into the system to become an 
integrated part. The new component is treated in the same way as the predefined 
components and will be accessible in the set to choose from next time the software is 
tailored. Expansion is the category which provides for the highest flexibility. It means 
that the user writes code that is integrated into the system either by wrapping up the 
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new code into system generated code or, if written in a predefined way, through 
simply adding it to the code mass of the software. The user can either write the code 
in a high level language or in a visual programming language. 

3 Research Method 

Tailoring is especially well suited for applications used in a business environment that 
is characterized by fast changes, such as that in the telecom business. For example, 
new services continuously evolve and the supporting business systems therefore have 
to adapt to the altered requirements. The study was performed in cooperation with a 
telecom operator in Sweden. The company is dependent on flexible software that 
allows the user to alter the software when the need arises. Accordingly they have 
many tailorable systems running. The study aimed to elucidate (1) which attributes 
can be ascribed to tailorable software and (2) how different types of tailoring can be 
distinguished from each other. To achieve this, interviews were conducted where the 
categorization was used as a basis for the interviews.  
We interviewed six developers and four users at the company. The developers were 
programmers, system owners and technical project leaders. The users all worked with 
several different systems, but their main tasks were within the same system. The users 
were a system coordinator, a work manager, users responsible for working with new 
requirements, and users helping out with further development of the system.  
The interviews lasted approximately one hour to one and a half hours. Since a pilot 
study made it clear that it might be necessary to elaborate on some of the questions, 
we performed semi-structured interviews [17] which means that the respondents were 
asked the same questions in the same order, but follow-up questions were asked and 
explanations were given.  
To be able to discuss the four categories on equal terms with both developers and 
users, the categories were translated into four representative examples. The examples 
were at a rather high level, free from unnecessary details, but concrete enough to 
allow the respondents to discuss the examples. The examples were not confined to the 
tasks in the telecom company. A summary of the examples in English can be found at 
http://www.ipd.bth.se/jer/tailoring/examples.htm. 
The interviews were audio taped and transcribed in full to provide for traceability. 
The individual transcriptions and the analysis of the material were sent to the 
respondents for verification. 

3.1 Design of Interviews 

The researcher interviewed one respondent at a time. First the developers were 
interviewed, and then the users. The interviews were conducted according to a 
specific sequence. First the respondents read the examples of the different categories 
and thereafter they were asked if they could spontaneously assign attributes and 
qualities to the first example representing customization. Thereafter they had to 
answer some statements about the example and at the end they were asked if they 
could find any resemblances between the given example, and systems they work with 
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or know about at the company. The procedure was the same for all four examples 
representing customization, composition, expansion and extension respectively. 
After reading the examples and spontaneously expressing their views on the 
characteristics of the categories, the respondents had to take a standpoint on eleven 
proposed attributes that originate from the cooperation with the telecom company. 
The attributes have emerged through participant observations, discussions and 
interviews.  
The interviews made it clear that changes may be required because of changes in the 
business environment, because of a need for improved usability or because of internal 
issues in the system itself. The attributes can be divided into corresponding groups. 
One group concerned the category’s suitability for different types of business 
changes. Another group of attributes related to usability and a third group involved 
software attributes. The attributes are listed below. 
 
Business changes 
Attribute 1:  Frequency of change – how often the business changes occur, frequently 

or infrequently. 
Attribute 2: Anticipation of change – to what extent it is possible to anticipate the 

business changes. 
Attribute 3:  Durability of change – how long the business changes last. 
Attribute 4:  System support for change – how well the software supports business 

changes 
Attribute 5:  Consequences if handled wrongly – how extensive the consequences 

would be for the company if the changes are handled wrongly. 
 
Usability issues 
Attribute 6:  Simplicity – how easy it is to realize the changes in the software 
Attribute 7:  User control – how much control the users have of what happens in the  

software 
Attribute 8:  Accountability – how easy it is for the users to know if the result is 

correct. 
Attribute 9:  Realization speed – how fast it is to realize the changes in the software. 
 
Software attributes 
Attribute 10:  Fault tolerance– to which degree the software prevents mistakes. 
Attribute 11:  Complexity– how complex the software is 

3.2 Analysis 

The analysis has been performed in a systematic way, according to a specific, pre-
defined schema. The material from the interviews consists of spontaneously stated 
attributes, predefined attributes, comments, and feedback from respondents. The four 
components have been considered in the analysis. 
The analysis of the interviews consists of two parts that respectively correspond to the 
two research questions.  
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Analysis 1: Analysis to determine what attributes characterizes end-user tailorable 
software. 

Analysis 2: Analysis to determine how the respondents perceive the different types 
of tailoring and decide a value for each attribute, to be able to 
distinguish different dimensions of tailoring. 

 
Analysis 1. The first step in Analysis 1 is to compare each attribute to see if they are 
perceived in the same way for all four categories. If they are the same for all the 
categories then they do not add any information that could be used to distinguish 
between the categories. All attributes are compared and if they are not the same for all 
categories they are added to the pile of remaining attributes. If the attribute is the 
same for all four categories the respondents’ comments are consulted to determine if 
the attributes really were perceived as the same. Perhaps the respondents had made a 
statement based on different interpretations of the proposed attributes. If the attributes 
are found to be the same they are removed, otherwise they are added to the pile of 
remaining attributes. To facilitate determination of whether the attributes were 
perceived as the same, all statements were assigned a value. A statement interpreted 
as positive towards an attribute generated a score of 300 and a negative statement was 
assigned 100 points. Accordingly a neutral statement generated 200 points. Initially, 
to see if the attributes were the same for all categories, the value of the attribute was 
summarized. For example if all the users think that Example 1 has high fault tolerance 
the sum is 1200 points (4 users x 300 points) and if all the users think that Example 4 
has low fault tolerance it generated a total of 400 points (4 users x 100 points). The 
sums for each category are compared and if they are the same they have to be 
examined further and each comment must be checked more closely.  
The second step in Analysis 1 is an examination of how a respondent’s answers relate 
to the other answers in the group. The coefficient of variance has also been used as a 
measure of the disagreements between respondents [16]. If the respondents’ view of 
the attributes of the examples varied a lot, then the attributes should be removed, as 
this does not reveal anything about the category. The remaining attributes from step A 
were examined. If there is a deviation in opinions within the group the respondents’ 
comments were checked. Based on the comments, the relevance of the attributes was 
questioned. If the attribute was found relevant it was added to the pile of remaining 
statements otherwise it was removed.  
In step three of Analysis 1, the respondents’ spontaneously assigned attributes were 
listed and compared with the pre-defined attributes. If they were the same the 
attributes were added to the comments, otherwise they were considered as attributes 
of the intended category.  

 
Analysis 2. The remaining attributes from Analysis 1 were analysed to explore how 
the user group relates to the developers group, per attribute. The median value for 
each attribute was used for guidance. If the users and developers agree upon the 
attributes the attributes were collected into one pile, but if opinions differ, the 
respondents’ comments are considered and the user specific-and developer-specific 
statements are accumulated into separate piles. 
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4 Result 

When examining the totals in the first step of Analysis 1 there were some attributes 
that had the same total, but when the individual scores and the comments were 
inspected it was revealed that they actually differed. The result of the analysis is that 
none of the attributes was perceived as the same for all four categories and therefore 
none of the attributes could be excluded at this stage.  
The second step in Analysis 1 resulted in the removal of three attributes (3, 5 and 6), 
as there were strong disagreement among the respondents. The attributes concerned 
durability of changes, consequences if handled wrongly and simplicity. The 
respondents regarded durability of change and simplicity as somewhat unimportant, 
and their answers were therefore fairly random. The consequences of the change 
being handled wrongly were too difficult to state as it is highly dependent on the 
situation.  
The users found it difficult to spontaneously come up with attributes describing the 
four examples. They experienced difficulties in moving from the concrete example to 
a more abstract level. They found it to be easier to associate the example with a 
system they work with. It was much easier for developers to come up with attributes 
for the four examples and the developers came up with a couple of attributes each.  
When comparing the developers’ attributes with the pre-defined attitudes it was found 
that most of the attributes were the same. The attributes that differed from the pre-
defined ones related to usability issues and were mentioned by several of the 
developers. The attributes were of two kinds and concerned:  
Frequency of use: how often the end users use the software and thereby the degree of 
familiarity the users have with the software, and 
User competence: how skilled the users of the software are. 
Analysis resulted thereby in ten relevant attributes that can be used to describe end-
user tailorable software (see Table 2). 
 
The results of Analysis 2 showed that users and developers had the same perception 
of Example 1 (customization).  
For Example 2 (composition) the users and developers had slightly a different 
perception of user control, accountability, fault tolerance and complexity. When it 
comes to user control and accountability the users judge the accountability and 
control to be medium high, while the developers think it is somewhat higher. In other 
words, the developers thought that Example 2 contains slightly more accountability 
and user control that the users did. For fault tolerance and complexity there were also 
some small differences. The users considered the fault tolerance and complexity to be 
medium high for Example 2, whilst the developers thought that fault tolerance is 
somewhere between medium high and low and the complexity between medium high 
and low. (See Table 2) 
Also for Example 3 (expansion) there were some differences in views. One thing is 
that the developers had a unanimous view that Example 3 is well suited when there is 
a need for high support for changes, but the users are not that sure. They believe that 
such software provides quite a lot of flexibility, but they are not certain that Example 
3 really supports change so well that it should be regarded as giving “high support of 
change”.  A small variation also exists in the judgment of the amount of user control 
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and accountability provided by Example 3. The developers consider Example 3 to 
provide medium high user control and accountability while the users believe it to be 
somewhere between medium high and high. The differences of opinion in this case 
were however very small. A more significant difference was found when it came to 
anticipation of change. Here the users and developers had diametrically opposite 
opinions. The users thought that Example 3 was suitable for situations characterized 
by a high degree of anticipated changes. The developers thought to a higher degree 
that Example 3 was also well suited for unanticipated changes. (See Table 2) 
The issue of user control and accountability for Example 4 (extension) resulted in 
some discussions of which knowledge is build into the system and what should be 
controlled by the user. Both users and developers agreed that it is possible to view 
Example 4 as supporting either high control and accountability or low control and 
accountability. There is very little user control and accountability built into Example 
4, but on the other hand the user handling the software should be skilled and know 
what he or she is doing. Thereby you could say that the software gives control to the 
users. User control and accountability should therefore be regarded as high. The 
uncertainty is represented by question marks in Table 2. 

 
Table 2.  Matrix of the attribute values of the four categories of end-user tailoring. 
(L=Low, M=Medium, H=High, ?= Uncertainty of how to use the attribute) 

Characteristics 

 C
ustom

ization 

 C
om

position 

 Expansion 

Extension

Business Changes Frequency of change M M H H 
 Anticipation of change H M L-H1 L 
 System support of change L M M-H H 
Usability Issues User control H M-H M-H ? 
 Accountability H M-H M-H ? 
 Realization speed H H M M
 Frequency of use L H -2 - 
 User competence -3 - M-H H 
Software Attributes Fault tolerance H M-H M L 
 Complexity L L- M M H 

 
Note that there are two pairs of attributes that show a dependency (Table 2). User 
control and accountability have corresponding values for all categories. When user 

                                                           
1 Users thought the example was highly suitable for anticipated changes, developers thought the 

example was not so suitable for such situations. 
2 The spontaneously given attributes were not stated for Example 3 and 4. 
3 The spontaneously given attributes were not stated for Example 1 and 2. 
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control is perceived as high, accountability also has a high value. Fault tolerance and 
complexity also seem to be related. If fault tolerance is high then complexity is low 
and vice versa.  
When it came to the spontaneously stated attributes, example 1 was considered 
suitable when there are many end users that use the software only occasionally and 
Example 2 was regarded as fitting when there are few end users who use the software 
frequently. Examples 3 and 4 were believed to be appropriate when the end users are 
skilled and used to computer work, but Example 4 was judged to be appropriate only 
for a few users that are extremely skilled super users. 
The matrix can be used when the tailoring capabilities are insufficient and a new 
feature is needed, and a development team is put together with both users and 
developers. In such situations, the matrix can act as a gateway to the categorisation of 
end-user tailoring and point to a type of tailoring that may be appropriate for the 
specific feature. The matrix is intended as a basis for discussion between users and 
developers and the matrix has to be accompanied by complementary tools that relate 
the different categories of tailoring to implementation techniques to be able to make a 
decision of how to implement the feature.  
The matrix should be seen as a guiding tool. The matrix should not be seen as 
providing the absolute truth. When designing a tailorable system the matrix could be 
used as a basis for discussions of the needs and requirements of the specific situation. 
What the matrix can do is to help the participants focus on a subset of tailoring 
possibilities and make it easier to choose the right type of tailoring for a specific 
situation. What can be expected from different types of tailorable software is listed in 
the matrix, but it is the participants in the project that have to make the tradeoffs 
between the attributes. 

6 Discussion 

The matrix is intended for a design environment where the users are informed 
participants, and where users and developers claim a common ownership of the 
software product developed. The purpose of the matrix is to act as a basis for design 
discussions where the users and developers discuss the requirements of the tailorable 
software to understand better the domain and design problems. The matrix can help 
the design team to pinpoint issues to discuss and to reach a consensus to enable 
decisions concerning the dimensions of tailoring needed in the given context. By 
consulting the matrix and comparing the values of the attributes with what is needed 
in a specific context, it is possible to get an indication of the kind of tailoring to 
implement and to be able to make informed design decisions. 
There is a similarity between assigning quality attributes to software and assigning 
attributes to tailoring categories. Both aim to describe a phenomenon by assigning 
characteristics to it. There are several software quality models, for example [1, 12, 
13], and their common effort is to manage quality issues in software development. 
There is a resemblance between these quality models and the software attributes 
extracted from our study. Some of the attributes in the matrix can also be found in 
some quality models. The intention of the matrix is not however to give a general 
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overview of different quality attributes. The matrix aims to distinguish between 
different types of tailoring and to support design decisions when designing tailorable 
software. However, there are some similarities. McCall’s model, for example, is an 
effort to bridge the gap between the users’ view and the developers’ view [13]. The 
matrix also aims to bridge the gap between users and developers by providing a 
means of communication, and although we do not claim it to be as complete as 
McCall’s model, the study gives us a good indication of which characteristics can be 
assigned to the different types of tailoring.  
Bosch [2] advocates assessment of the quality attributes during architectural design. 
The attributes are used for evaluating the architecture to determine if the architecture 
has to be transformed or not. The attributes in the matrix are not used for evaluation. 
The intended use of the matrix could be said to be a bottom up approach in 
comparison with Bosch’s method. The four categories could be seen as a kind of 
“design pattern light” for tailorable software. Instead of imposing a design pattern 
after the architecture has failed to provide for the required quality attributes, the 
matrix starts out from the categories that have assigned attributes and trade-offs are 
made. The architecture is then built based on the selected category. Another 
difference between Bosch’s approach and ours is that Bosch presumes that it is 
possible to assign an exact, measurable value to the quality attribute, but we only 
assume that the participants can grade the attributes from low to high.  

7 Conclusion 

The study made visible ten attributes of end-user tailoring. In interviews with users 
and developers at a telecom company the respondents were asked to give their 
opinions of what characterizes four categories of end-user tailoring. Their perceptions 
of the categories were analysed and it was possible to process their views into a 
matrix representing four types of tailoring in the form of attribute values. The 
attributes represent organizational, business and technical issues to consider and can 
be used in a dialectic process to balance the human-centeredness and the technical 
solution, as Gasson requires [9]. 
The matrix can be used as guidance and a basis for design decisions when 
implementing end-user tailorable software. The attributes are at a level that can be 
understood by both users and developers and as shown, even though differences exist, 
the opinions of users and developers are quite similar. The matrix makes it possible to 
distinguish between different dimensions or types of tailoring, by providing values for 
the attributes that characterize end-user tailorable software.  
The categories and attributes of the categories, together with the matrix and examples, 
facilitate the understanding of different types of tailoring and should make it easier for 
developers and users to discuss tailorability and the requirements associated with 
tailorable systems.  
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